ASSIGNMENT 2: IMPLEMENT DDA & BRESENHAM LINE DRAWING ALGORITHM.

DDA and Bresenham line drawing algorithms are very well-known algorithms to draw a line between two points in a raster graphical grid. As we know, raster graphics deals with pixels, so these algorithms give us a way to visualize any random line in a pixelized display. It is obvious that those lines will not be perfect, because they are drawn by filling some intermediate pixels. One thing to note in this context is that decrement in pixel size will significantly improve the visual quality of the line, but on the other hand, the execution time will increase. Now, let us discuss these two algorithms one by one.

**DDA LINE DRAWING ALGORITHM:**

DDA stands for **Digital Differential Analyzer**. It is an incremental method of scan conversion of lines. In this method, the calculation is performed at each step but by using the results of previous steps.

Consider we have a two-dimensional raster grid. We have taken two points(pixels) from this grid and want to draw a line between them using DDA algorithm. We will fill some intermediate pixels to draw the line. We know that the general line equation is –

y = mx + b

Suppose, Two points are – (x1,y1), (x2,y2),

At step i, the pixels is (xi,yi)

The equation at that step i gives us,

yi=mxi+b

Next value will be  
              yi+1=mxi+1+b   
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              yi+1-yi=∆y   
              xi+1-xi=∆x

              yi+1=yi+∆y  
              ∆y=m∆x  
              yi+1=yi+m∆x  
              ∆x=∆y/m  
              xi+1=xi+∆x  
              xi+1=xi+∆y/m

Case1: When |M|<1 then

x= x1, y=y1 set ∆x=1

yi+1 = yi+m, x=x+1

Until x = x2

Case2: When |M|<1 then (assume that y12)

x= x1,y=y1 set ∆y=1

xi+1= xi + 1/m, y=y+1

Until y = y2

**CPP CODE IN QT(GIVEN ONLY DDA FUNCTION):**

void MainWindow::on\_pushButton\_2\_clicked()

{

int sss = ui->spinBox->value();

float xi1 = ((p1.x()/sss))+0.5/sss;

float yi1 = ((p1.y()/sss))+0.5/sss;

float xi2 = ((p2.x()/sss))+0.5/sss;

float yi2 = ((p2.y()/sss))+0.5/sss;

int dx = xi1-xi2;

int dy= yi1-yi2;

int step;

if (abs(dx) > abs(dy))

step = abs(dx);

else

step = abs(dy);

//calculate x-increment and y-increment for each step

float x\_incr = (float)dx / step;

float y\_incr = (float)dy / step;

//take the initial points as x and y

float x = xi2;

float y = yi2;

auto start = high\_resolution\_clock::now();

for (int i = 0; i <= step; i ++) {

fillPix(x,y, prim\_col);

x += x\_incr;

y += y\_incr;

}

auto stop = high\_resolution\_clock::now();

auto duration = duration\_cast<microseconds>(stop - start);

ui->label\_6->setText(QString::number(duration.count()));

}

**QT OUTPUT (DDA LINE):**
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Advantage:

1. It is a faster method than a method of using direct use of line equations.
2. This method does not use the multiplication theorem.
3. It allows us to detect the change in the value of x and y, so plotting the same point twice is not possible.
4. It is an easy method because each step involves just two additions.

Disadvantage:

1. It involves floating point additions rounding off is done. Accumulations of round-off error cause accumulation of error.
2. Rounding-off operations and floating point operations consume a lot of time.
3. It is more suitable for generating lines using the software. But it is less suited for hardware implementation.

**BRESENHAM LINE DRAWING ALGORITHM:**

This algorithm was developed by Bresenham. It only uses incremental integer calculations to decide intermediate pixel filling. As a result of avoiding floating point calculation, there is an improvement in execution speed compared to DDA. The concepts of this algorithm are even extended to draw other geometric figures. In Bresenham algorithm, the general case is when the line’s slope is 0<m<1. The method for this general case can be extended to m>1 by just exchanging the x and y in the algorithm. This algorithm may be generalized to any arbitrary sloped line, considering the symmetry between the various octants.

For |m|<1, the number of y increments is less than the number of x increments. So, in each step, we will increase the x value. But using the decision parameter we will decide whether to increase the value of y or not. So, for each known pixel, there are two possibilities for the next pixel – either right or top-right. In the decision parameter, it is checked which pixel among those two is closer to the actual line.

The algorithm for |m|<1 dictates –

1. Input the two endpoints and store the left endpoint(x0,y0).
2. Plot (x0,y0) into raster grid.
3. Calculate constants such as - ∆x, ∆y, 2∆y, 2∆y-2∆x and the starting value of the decision parameter is – p = 2∆y - ∆x.
4. For each xk along the line, starting at k=0, test if pk<0, then next point will be – (xk+1,yk) and

Pk+1 = pk + 2∆y,

Otherwise, next point is (xk+1,yk+1) and pk+1 = pk + 2∆y - 2∆x.

1. Now, fill the chosen point.
2. Repeat STEP 4 & 5, ∆x times.

**CPP CODE (ONLY BRESENHAM LINE DRAWING FUNCTION):**

void MainWindow::on\_pushButton\_3\_clicked()

{

int sss = ui->spinBox->value();

int xa = p1.x()/sss, xb = p2.x()/sss, ya = (p1.y())/sss, yb = (p2.y())/sss;

int dx = abs(xa-xb), dy = abs(ya-yb);

bool yy = false;

if(dy>dx){

yy = true;

}

int p = 2\*dy-dx;

int twoDy = 2\*dy, twoDyDx = 2\*(dy-dx);

int x, y, xEnd, ydir=1,yEnd;

if(!(ya>yb != xa<xb)){

ydir=-1;

}

if(xa>xb){

x = xb;

y = yb;

xEnd = xa;

}else{

x = xa;

y = ya;

xEnd = xb;

}

fillPix(x,y,prim\_col);

auto start = high\_resolution\_clock::now();

if(!yy){

while(x<xEnd){

x++;

if(p<0){

p += twoDy;

}else{

y+=ydir;

p += twoDyDx;

}

fillPix(x,y,prim\_col);

}

}else{

if(ya>yb){

x = xb;

y = yb;

yEnd = ya;

}else{

x = xa;

y = ya;

yEnd = yb;

}

p = 2\*dx-dy;

int twoDx = 2\*dx;

twoDyDx \*= -1;

while(y<yEnd){

y++;

if(p<0){

p += twoDx;

}else{

x+=ydir;

p += twoDyDx;

}

fillPix(x,y,prim\_col);

}

}

auto stop = high\_resolution\_clock::now();

auto duration = duration\_cast<microseconds>(stop - start);

ui->label\_6->setText(QString::number(duration.count()));

}

**QT OUTPUT (BRESENHAM LINE):**

![](data:image/png;base64,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)

ASSIGNMENT 6: Implement the seed-fill algorithms: a) Boundary fill, b) Flood fill..

These two are two well-known filling algorithm for any closed 2d shape. These mostly are similar to graph traversal algorithms. Interactive software like MS Paint uses similar but more improved version of this algorithms to fill a shape. Filling algorithms may be 4-connected or 8-connected.

**BOUNDARY FILL**

**CPP CODE (BOUNDARY FILL FUNCTION):**

void MainWindow::recurTillBound(int x, int y){ // VIS IS A FUNCTION TO CHECK IF

// THAT POINT ALREADY VISITED OR NOT

if(vis[x][y]) return;

vis[x][y] = true;

if(is8) // is8 is just shows 8-connected filling

fillPix(x,y,QColor::fromRgb(255,255,255));

else

fillPix(x,y,QColor::fromRgb(255,255,0));

delay();

recurTillBound(x+1,y);

recurTillBound(x,y-1);

if(is8){

recurTillBound(x+1,y+1);

recurTillBound(x+1,y-1);

recurTillBound(x-1,y+1);

recurTillBound(x-1,y-1);

}

recurTillBound(x-1,y);

recurTillBound(x,y+1);

}

void MainWindow::on\_boundaryF\_clicked()

{

int sss = ui->spinBox->value();

int xc = circCenter.x()/sss, yc = circCenter.y()/sss;

vis[xc][yc] = false;

recurTillBound(xc,yc);

}

**QT OUTPUT(BOUNDARY FILL):**

**4-CONNECTED**🡪

![](data:image/png;base64,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)

**8-CONNECTED**🡪

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVYAAAEHCAYAAAD1fW7RAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAVUSURBVHhe7d0xblxVGIZhh5IdsDVovQ6KrMMtW4Md0IY4Gkca6Te6F70XZ855noJM8RdYil5FR/40n56fn788ffXy8vL6x7u+3n370909dzN3s7N3R63y865y99O3/wKQEVaAmLACxIQVICasADFhBYgJK0Ds+++xAtAwEHiHu5m72VV3R63y865y5ykAICasADFhBYgJK0BMWAFiwgoQE1aAmLACxCyvWMrL359vn9jZ88+/3z59DMurd7ib/eh3T7/+efvAzt7C+lF/Tz0FAMSEFSAmrAAxYQWICStATFgBYsIKEBNWgJjlFUs5urz68scvt088kk+//XX79O8sr9zdcTc7end0eSWsj+lsWD/q76mnAICYsALEhBUgJqwAMWEFiAkrQExYAWLCChCzvGIplldrs7xyd8fdrL6zvFqb5RXApoQVICasADFhBYgJK0BMWAFiwgoQE1aAmOUVS7G8Wpvllbs77mb1neXV2iyvADYlrAAxYQWICStATFgBYsIKEBNWgJiwAsQsr1iK5dXaLK/c3XE3q+8sr9ZmeQWwKWEFiAkrQExYAWLCChATVoCYsALEhBUgZnnFUiyv1mZ55e6Ou1l9Z3m1NssrgE0JK0BMWAFiwgoQE1aAmLACxIQVICasADHLK5ZiebU2yyt3d9zN6jvLq7VZXgFsSlgBYsIKEBNWgJiwAsSEFSAmrAAxYQWILbO8Orq4gVcGAo/J8up/vju6uIFXwvqYLK8ANiWsADFhBYgJK0BMWAFiwgoQE1aAmLACxLZbXvnFcF4d/UVzHpPlVXTnu444Q1jXZnkFsBhhBYgJK0BMWAFiwgoQE1aAmLACxIQVIGZ5xZYe5buTeEyWV2zpUb476aiP+v9zd+/tzlMAQExYAWLCChATVoCYsALEhBUgJqwAMWEFiFlesSXLK65kecWWLK9m7mZn7zwFAMSEFSAmrAAxYQWICStATFgBYsIKEBNWgJjlFVuyvOJKlldsyfJq5m529s5TAEBMWAFiwgoQE1aAmLACxIQVICasADFhBYhZXrElyyuuZHnFliyvZu5mZ+88BQDEhBUgJqwAMWEFiAkrQExYAWLCChATVoCY5RVbsrziSv7FChATVoCYsALEhBUgJqwAMWEFiAkrQExYAWLCChATVoCY77xiS77zauZudvbOv1gBYsIKEBNWgJiwAsSEFSAmrAAxYQWICStAzHdesSXfecWVLK/YkuXVzN3s7J2nAICYsALEhBUgJqwAMWEFiAkrQExYAWLCChCzvGJLlldcyfKKLVlezdzNzt55CgCICStATFgBYsIKEBNWgJiwAsSEFSAmrAAxyyu2ZHnFlSyv2JLl1czd7OydpwCAmLACxIQVICasADFhBYgJK0BMWAFiwgoQs7xiS5ZXXMnyii1ZXs3czc7eeQoAiAkrQExYAWLCChATVoCYsALEhBUgJqwAMcsrtmR5xZUsr9iS5dXM3ezsnacAgJiwAsSEFSAmrAAxYQWICStATFgBYsIKELO8YkuWV1zJ8ootWV7N3M3O3nkKAIgJK0BMWAFiwgoQE1aAmLACxIQVICasALHtlldwhuUV/8V2yys4w/Jq5m72ducpACAmrAAxYQWICStATFgBYsIKEBNWgJiwAsSWWV4B/CiWWV65m7mbPcrdUav8vKvceQoAiAkrQExYAWLCChATVoCYsALEhBUgJqwAMcsrgJjl1TvczdzNrro7apWfd5U7TwEAMWEFiAkrQExYAWLCChATVoCYsALEhBUgZnkFELO8eoe7mbvZVXdHrfLzrnLnKQAgJqwAMWEFSD09/QNt/JbWBJL/4wAAAABJRU5ErkJggg==)

**FLOOD FILL**

**CPP CODE (FLOOD FILL FUNCTION):**

void MainWindow::floodUtils(int x, int y, QColor prev, QColor newc){

int sss = ui->spinBox->value();

QColor col = img.pixelColor(sss\*((float)x+0.5), sss\*((float)y+0.5));

if(prev!=col || newc==col){

return;

}

fillPix(x,y,newc);

delay();

floodUtils(x+1,y,prev,newc);

floodUtils(x-1,y,prev,newc);

if(is8){

floodUtils(x+1,y+1,prev,newc);

floodUtils(x+1,y-1,prev,newc);

floodUtils(x-1,y+1,prev,newc);

floodUtils(x-1,y-1,prev,newc);

}

floodUtils(x,y+1,prev,newc);

floodUtils(x,y-1,prev,newc);

}

void MainWindow::on\_floodFill\_clicked()

{

int sss = ui->spinBox->value();

int xc = circCenter.x()/sss, yc = circCenter.y()/sss;

fillPix(xc,yc,prevc);

if(prevc!=Qt::green){

floodUtils(xc,yc,prevc,Qt::green);

}else{

floodUtils(xc,yc,prevc,Qt::red);

}

}

**QT OUTPUT(FLOOD FILL):**

We know that flood fill works irrespective of boundary color. Here is an example output

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO0AAADfCAYAAAAa/1QpAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAARkSURBVHhe7dxRThNhGIbR4sZ0IVyWVdHFsDMsWBTjiP9I25lnek6i9OJLTGgfMglvvNvtds/HP7/Z7/evXw+Hw+vXv3E3zd00d9Pm3n15/RvIEC3EiBZiRAsxooUY0UKMaCHmbr/f//F7WmC9jCuO3E1zN23pO4/HECNaiBEtxIgWYkQLMaKFGNFCjGghxiLqAg6PH/+SfHF3y7zl+/3D6RWfYRF1dO67P7+jK7NwtPX3d+k7j8cQI1qIES3EiBZiRAsxooUY0UKMaCHGIupo9QumrTjzqONWF1YWUS9u/sfWlVwo2vrnb+6dx2OIES3EiBZiRAsxooUY0UKMaCFGtBCz6UWUpdPGDY41trac2vQiytJp42ZGW/88v915PIYY0UKMaCFGtBAjWogRLcSIFmJECzHJRdT9/f3p1ce+ff12esUtex5c2Tw8NJZTyUXU09PT6dXHRMuLudGu9XP/dufxGGJECzGihRjRQoxoIUa0ECNaiBEtxKxqEWXpxJIqy6lVLaIsnVhSZTnl8RhiRAsxooUY0UKMaCFGtBAjWogRLcRYRMGJRdQ7o3cWUSzJIgq4CNFCjGghRrQQI1qIES3EiBZiRAsxV1lEWTqxJUsvp66yiLJ0YkuWXk55PIYY0UKMaCFGtBAjWogRLcSIFmJECzEWUTCTRdQ7oqXAIgqYRbQQI1qIES3EiBZiRAsxooUY0UKMRRTMZBH1jmgpsIgCZhEtxIgWYkQLMaKFGNFCjGghRrQQc5VF1OHweHr1D88vWw/+1+gv/e9eNzX8r5tYRE38E9NE+ymivQ6LKGAW0UKMaCFGtBAjWogRLcSIFmJECzEWUTDbWDJ7iyhYi3nRWkTBjRMtxIgWYkQLMaKFGNFCjGghRrQQYxEFs1lE/SJaEiyigBlECzGihRjRQoxoIUa0ECNaiBEtxFhEwWwWUb+IlgSLKGAG0UKMaCFGtBAjWogRLcSIFmJECzFXWUSNspxiWcsunUZdZRE1ejf6TRMtl7Hs0mn0zuMxxIgWYkQLMaKFGNFCjGghRrQQI1qIsYiCnyyifhq9G/2miZbLsIgCLkC0ECNaiBEtxIgWYkQLMaKFGNFCzKoWUaMsp5insXQatapF1Ojd6JsgWn5oLJ1G7zweQ4xoIUa0ECNaiBEtxIgWYkQLMaKFmOQiatTj479GGj+YYDSNbmceTqOErUguokbvngd/HIm2aW609c/z253HY4gRLcSIFmJECzGihRjRQoxoIUa0ELPpRdSo0eXUKGONaef+33+2tnQatelF1Ojd6HJqlGinXSra+udv7p3HY4gRLcSIFmJECzGihRjRQoxoIUa0EGMRdQHnXlid3ULrj1tdMJ2bRdTRue/OvbA6u4Wjrb+/S995PIYY0UKMaCFGtBAjWogRLcSIFmJECzEWURBjEXXkbpq7aUvfeTyGGNFCjGghRrQQI1qIES3EiBZiRAsxFlEQYxF15G6au2lL33k8hhjRQoxoIWW3+w58A8ZOY7FeRwAAAABJRU5ErkJggg==)

Assignment 7 : Draw a closed polygon and implement different transformation functions (with respect to origin) on it. a) translation, b) rotation, c) scaling, d) shear, e) reflection with respect to x/y axes. Extend the algorithm to apply the transformations successively on the same object using homogeneous coordinates and matrix multiplication.

**CPP CODE(ALL TRANSFORMATIONS):**

struct point {

float x;

float y;

};

point translate(point p, int tx, int ty){

point ans;

ans.x = p.x + tx;

ans.y = p.y + ty;

return ans;

}

point rotate(point p, int angle\_deg){

float angle\_radian = 3.14/180 \* angle\_deg;

point ans;

ans.x = p.x \* cos(angle\_radian) - p.y \* sin(angle\_radian);

ans.y = p.x \* sin(angle\_radian) + p.y \* cos(angle\_radian);

return ans;

}

point scale(point p, float sx, float sy){

point ans;

ans.x = sx \* p.x;

ans.y = sy \* p.y;

return ans;

}

point shear(point p, float shx, float shy){

point ans;

ans.x = p.x+shx \* p.y;

ans.y = p.y+shy \* p.x;

return ans;

}

void MainWindow::on\_scaleUI\_clicked()

{

vector<struct point> finalpts;

int sss = ui->spinBox->value();

for(QPoint pp : points){

struct point p;

p.x = floor(pp.x()/sss)\*sss-350;

p.y = floor(-pp.y()/sss)\*sss+350;

finalpts.push\_back(scale(p,ui->sx->value(),ui->sy->value()));

}

points.clear();

for(struct point p: finalpts){

points.push\_back(QPoint(p.x+350,-p.y+350));

}

on\_drawPoly\_clicked();

}

void MainWindow::on\_rotateUI\_clicked()

{

vector<struct point> finalpts;

int sss = ui->spinBox->value();

for(QPoint pp : points){

struct point p;

p.x = floor(pp.x()/sss)\*sss-350;

p.y = floor(-pp.y()/sss)\*sss+350;

finalpts.push\_back(rotate(p,ui->theta->value()));

}

points.clear();

for(struct point p: finalpts){

points.push\_back(QPoint(p.x+350,-p.y+350));

}

on\_drawPoly\_clicked();

}

void MainWindow::on\_translateUI\_clicked()

{

vector<struct point> finalpts;

int sss = ui->spinBox->value();

for(QPoint pp : points){

struct point p;

p.x = floor(pp.x()/sss)\*sss-350;

p.y = floor(-pp.y()/sss)\*sss+350;

finalpts.push\_back(translate(p,ui->tx->value()\*sss,ui->ty->value()\*sss));

}

points.clear();

for(struct point p: finalpts){

points.push\_back(QPoint(p.x+350,-p.y+350));

}

on\_drawPoly\_clicked();

}

void MainWindow::on\_reflectUI\_clicked()

{

float sx = ui->sx->value();

float sy = ui->sy->value();

ui->sx->setValue(1.0);

ui->sy->setValue(-1.0);

on\_scaleUI\_clicked();

ui->sx->setValue(sx);

ui->sy->setValue(sy);

}

void MainWindow::on\_reflectYUI\_clicked()

{

float sx = ui->sx->value();

float sy = ui->sy->value();

ui->sx->setValue(-1.0);

ui->sy->setValue(1.0);

on\_scaleUI\_clicked();

ui->sx->setValue(sx);

ui->sy->setValue(sy);

}

void MainWindow::on\_shearUI\_clicked()

{

vector<struct point> finalpts;

int sss = ui->spinBox->value();

for(QPoint pp : points){

struct point p;

p.x = floor(pp.x()/sss)\*sss-350;

p.y = floor(-pp.y()/sss)\*sss+350;

finalpts.push\_back(shear(p,ui->shearx->value(),ui->sheary->value()));

}

points.clear();

for(struct point p: finalpts){

points.push\_back(QPoint(p.x+350,-p.y+350));

}

on\_drawPoly\_clicked();

}

**QT OUTPUT(SCALE); QT OUTPUT(TRANSLATE ALONG X & Y):**

**![](data:image/png;base64,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) ![](data:image/png;base64,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)**

**QT OUTPUT(ROTATE): QT OUTPUT(SHEAR):**
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**QT OUTPUT(REFLECT x) QT OUTPUT(REFLECT Y)**
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